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Abstract

The sustainability of Open Source Software (OSS) projects often
depends on a small group of core contributors. When these contrib-
utors disengage, projects may face disruption; however, the con-
sequences of such disengagement on OSS contribution workflows
remain underexplored. This paper presents a large-scale quasi-
experimental study quantifying the impact of core contributor
disengagement on pull request (PR) throughput, acceptance rate,
and time to merge. We analyzed over 35 million PRs across 50,804
GitHub repositories, identifying 95,958 disengagement bursts (one
or more core contributors becoming inactive for >365 days within
the same week) involving 174,887 contributors. Using Difference-in-
Differences with matched control groups, we found that the impact
varies substantially with contributor and project characteristics.
Disengagements of contributors with a high share of commits lead
to pronounced declines in throughput and acceptance, while long-
tenured contributors’ disengagements have milder effects on those
metrics but increase merge time, suggesting loss of tacit project
knowledge. These findings provide empirical evidence of how core
contributors’ disengagement influences OSS workflows and high-
light structural factors associated with project resilience.
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1 Introduction

Open Source Software (OSS) forms the backbone of today’s digital
infrastructure, with an estimated 60% of websites relying on OSS
technologies [40]. Despite their importance, OSS projects are highly
vulnerable to the disengagement of key contributors, which can neg-
atively impact project sustainability [14]. The loss of contributors is
a major concern among OSS maintainers, project, and community
managers, second only to poor code quality [51]. Core developer
turnover has been shown to be a common and often unplanned phe-
nomenon, even in mature ecosystems such as Rust, where over 60%
of Rust modules (called ‘crates’) experienced at least one turnover
event over two years [24]. OSS project communities tend to fol-
low an ‘onion’ structure [16], with most contributors participating
either sporadically or for short periods [4, 13], or with a limited
contribution rate. Only a limited number of core contributors are
deeply involved in the daily development process. This dependency
on a smaller number of core developers represents a major risk to
OSS projects. Nearly two-thirds of 133 popular GitHub projects rely
on only one or two developers to survive [3]. In a follow-up study,
16% of the sampled projects were abandoned by maintainers, and
59% of those did not survive [2].

Nearly half of OSS project failures can be attributed to internal
team issues, such as contributor turnover and the loss of critical
knowledge [14]. When core contributors—sometimes referred to
as ‘truck factor’ contributors due to their indispensable roles [87]—
leave a project, the impact can be severe. Over half of projects
fail to recover from the departure of such contributors [2]. Core
contributor turnover has been associated with declines in team
productivity [55] and code quality [29, 72].

Although studies have investigated abandonment [53], early
signs of disengagement from OSS projects [59], and the trade-off
between productivity and resilience in the aftermath of these exits
[66], there is a lack of understanding regarding the prevalence
of core disengagement and its consequences for project activities.
Despite being a common event, there is limited awareness of the
potential long-term effects of disengagement. This highlights the
need for systematic investigations into how such disengagements
affect project-level collaboration and activity. Thus, we pose the
following two research questions:

RQ1 What is the prevalence of core contributor disengage-
ment?
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RQ2 What impact does disengagement of core contributors
have on remaining contributors’ project activity?

Further, any consequences likely vary based on the profile of
disengaged contributors, and the projects they disengage from.
This paper presents the results of a quasi-experiment, involving
a sample of over 50,000 OSS projects, investigating the trends of
disengagement among core contributors over the past decade, as
well as the impact of core contributors’ disengagement on the
project activities of remaining contributors. A replication package
for this study is available online [11].

In the remainder of this paper, we discuss related work (Sec. 2),
our research design (Sec. 3), followed by the results to RQ1 (Sec. 4)
and RQ2 (Sec. 5). After discussing threats to validity (Sec. 6), we
conclude this paper with a discussion of the results (Sec. 7).

2 Related Work

2.1 Reasons for Contributor Turnover

A wide variety of factors can contribute to disengagement of open
source contributors. For some, a reduced level of interest to continue
contributing can cause developers to disengage [41, 54]. For others,
major life changes such as a change of job can cause contributors
to disengage, particularly when the new role is incompatible with
contributing to OSS (due to a lack of time or otherwise) [39, 41,
54, 70]. Other reasons include governance issues in an OSS project
[41], frustration with uncivil and toxic behaviors [23, 52], a lack of
inclusiveness experiences [22, 30, 60], or lack of peer support [54].

Several studies have explored behavioral signals of upcoming
disengagement and found that early indicators, such as bursty
contributions, limited social interactions, and low integration, can
forecast attrition [59, 89, 93].

2.2 Consequences of Contributor Turnover

The consequences of the disengagement of contributors, especially
the most experienced, can have a negative impact on the sustainabil-
ity of the project. One issue that has been explored by the literature
is the so-called ‘truck factor’ [3, 15, 28, 63]. A high truck factor
indicates a resilient project with well-distributed knowledge, while
a low truck factor signals fragility due to reliance on a few key
contributors, especially if no new developers join a project [2].

A high turnover in OSS projects has negative consequences, in-
cluding knowledge loss [43, 64], decreased software quality [29],
decreased productivity [66], and lower survival probability [43, 72].
Turnover within software teams has also been associated with a
significant increase in customer-reported defects due to loss of
knowledge and experience [55], while also impacting project sur-
vival [43, 72], as approximately 80% of open source projects fail
due to contributor turnover related issues [72]. Recent research
[24] investigated the challenges of core developers’ turnover in
the Rust package ecosystem, including delayed updates and confu-
sion over responsibilities. Our work complements this line of work
by quantitatively estimating the causal impact of core contributor
disengagement on project activity across multiple GitHub ecosys-
tems, including metrics such as pull request (PR) throughput, PR
acceptance rate, and PR time to merge.

Few studies in the Software Engineering domain have been using
causal inference methods to assess the impact of core developer
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disengagement on project productivity [66]. Although contributor
breaks have been noted [4, 7, 41], the phenomenon of a disengage-
ment burst, where multiple core contributors leave within a short
period, has hitherto not been studied. This study goes beyond es-
timating an average effect to examine the heterogeneous impacts
on project PR workflow activities across different core contributor
and repository characteristics, thereby providing a more nuanced
and actionable perspective on the problem of core contributor dis-
engagement.

3 Research Design

In this section we lay out our research design.

3.1 Causal Inference Framework

In order to understand how much of the change in project activity
is due to developer disengagement, we require a causal inference
approach. This allows us to draw conclusions on cause and ef-
fect, rather than only establishing associations between variables.
Specifically, to empirically estimate the causal impact of core con-
tributor disengagement bursts on GitHub project activities, we use
difference-in-differences (DID) models [88] to investigate the effects
of disengagement on project activities. DID models are widely used
in econometrics and quantitative research in the social sciences
[1, 9, 42, 65] and increasingly adopted in software engineering re-
search [10, 25, 50, 66]. DID is a technique to look at the ‘effect’ of
an ‘intervention’ from observational study data to mimic an ex-
perimental research design. It considers a ‘treatment’ group and a
‘control’ group.! For both, changes in mean values are calculated.
In this study, we considered those projects that suffered from core
contributors disengaging as the ‘treatment’ group, and compared
changes in activity against projects that did not suffer from disen-
gaged core contributors (the ‘control’ group). A key requirement
for DID to be valid is the parallel trends assumption: if the disen-
gagement had not occurred, the treatment group’s activity would
have followed a similar trend as the control group. Although we
cannot directly test this counterfactual situation, we carefully se-
lected control groups based on pre-treatment observable trends to
ensure they share similar trends with the treatment group before
the disengagement burst.

The DID technique is usually applied to a single event (treat-
ment) at one point in time. Since disengagement events happen at
different times across repositories in the real world, we adopt a DID
design with what is called variations in treatment timing [35], to
‘align’ these events to a reference point. With such alignment, we
can use the regression analysis as a ‘traditional’ DID and estimate
heterogeneous effects of contributor and project characteristics that
may moderate the impact of disengagement bursts (one or more
core contributors becoming inactive within the same week) [19].

3.2 Data Collection and Preparation

To create the dataset for this study, we used SEART-GHS [18], which
is a searchable dataset and tool that indexes GitHub projects based
on metadata and metrics. We applied the following filtering criteria.
We selected repositories that fulfilled the following criteria:

!Because this was not a controlled experiment but rather a quasi-experiment (or
‘natural’ experiment), we quote the terms ‘treatment, ‘control, and ‘intervention’
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o The project was created before November 2023, ensuring at
least one year of development history;

e has at least 100 stars, indicating popularity;

e is not a fork project, ensuring originality;

o has a valid license, ensuring legal clarity for usage and con-
tribution;

e contains open issues, indicating active maintenance and com-
munity engagement;

e has pull requests, reflecting collaborative development;

e includes contributions from at least 10 commit authors, demon-
strating team involvement;

e has over 100 commits, indicating enough development activ-
ity.

From this initial dataset, we selected projects using one of the 10
most popular programming languages [33] as their main language:
Python, JavaScript, Java, TypeScript, C++, Golang, C#, C, PHP, and
Rust. Following prior work [94], we next excluded repositories
potentially used for document storage or course submissions by
filtering out projects with keywords such as “homework,” “course,”
and “awesome” in their names.

For each project, we used the GitHub API to collect its history
of project activities (including commits and pull requests) until
February 2025. Projects whose repositories were deleted or made
private during data collection were excluded, as their data could
not be fetched. We removed commits from bots as they were iden-
tified by filtering login or username containing “bot,” followed by
manual validation. We then processed author information for com-
mits lacking GitHub logins or with aliases by aggregating similar
(name, email) tuples based on established methods [12, 34, 48, 85]
to disambiguate author names.

Overall, the dataset used for this study comprised 50,804 projects,
containing 35,804,751 pull requests (median per project: 175) and
106,812,303 commits (median per project: 715) from 2011 to Febru-
ary 2025. However, because our disengagement detection requires
observing at least 12 months of inactivity, we would not be able
to identify disengagements starting after Q1/2024. As a result, all
trend plots have a cut-off point to show disengagement data only
until the end of 2023.

3.3 Treatment and Control Groups

3.3.1 Treatment group definition. The treatment event is defined as
a disengagement burst, which we define as one or more core contrib-
utors becoming inactive for >365 days within the same week. We
tested several other disengagement thresholds (180, 270, and 450
days) to assess the sensitivity of the choice of this specific threshold
(see the appendix [11]), and we found consistent results. Figure 1
shows a visual overview of the procedure to detect developer dis-
engagement.

Identifying core contributors. We employed a commit-based heuris-
tic method to mark those who made the top 80% commits over the
project’s entire lifecycle as core contributors; this is a much-used
definition [7, 17, 27, 56]. We discuss potential threats to validity of
this definition later. We excluded contributors who stayed less than
30 days (time from first to last commit) or contributed fewer than
10 commits.
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Figure 1: Operationalization of disengagement burst

Defining contributor engagement. We define a core contributor
as being engaged in a project from the moment they have authored
a first commit to the project [7].

Detecting inactive periods. To understand unique commit rhythms
for each contributor, we first identified the pauses (intervals in
days between consecutive commit days) for each contributor, cre-
ating an array of pauses P =< p1, pa, ..., pp >. Following previous
research [7], we identified longer-than-usual pauses as breaks by
calculating contributor-specific thresholds Ty, using the far out
values approach [81] to detect outliers in a distribution: T, =
Q3(P) + 3 X IQR, where Q1(P) is the first quartile of the distribu-
tion, Q3 (P) is the third quartile, and IQR = Q3(P) — Q1(P) is the
interquartile range. While T, characterizes individual rhythms
for each contributor, breaks are not directly used to define the dis-
engagement ‘event’ for our DID analysis. We defined breaks longer
than 365 days as disengagement events and merged any occurring
within a 7-day window into a single event.

Compiling disengagement bursts. To isolate the impact of a single
disengagement burst and avoid confounding effects from nearby
bursts, we focused exclusively on temporally isolated bursts. We
chose bursts that were surrounded by a 12-week “buffer zone,”
which means no other bursts occurred for 12 weeks before or after
the eligible burst in the same repository. To validate this approach,
we performed a sensitivity analysis with several shorter durations of
“buffer zone” (e.g., 6, 8, or 10 weeks) and found our main conclusions
remained consistent (see the appendix [11]).

After applying these definitions and filters, our dataset com-
prised 95,958 eligible disengagement bursts (with 5,298 of them
aggregated from multiple disengagements occurring within a week)
from 174,887 individual core contributor disengagements (median
3 per project) across 35,229 of the original 50,804 projects.

3.3.2  Control Group Construction. To construct a valid control
group for each treatment group at time ¢, we used propensity score
matching (PSM) [8] to ensure the parallel trends assumption. PSM
helps create comparable groups by matching treated units with
control units that had a similar probability (propensity score) of
receiving the treatment, based on pre-treatment observational char-
acteristics. Specifically, for each treated repository experiencing
a disengagement burst starting in week ¢, we identify potential
control repositories that did not experience a burst in week ¢t or
within the surrounding 12-week window. Following previous stud-
ies [25, 50], we used a logistic regression model to fit the probability
of a repository having core contributors disengaged by using the
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Figure 2: Pre-treatment trends across outcome variables to support the parallel trend assumption

log of relative increase (IP;;) in outcome variables and the absolute
number of outcome variables (PS;,_) for PR throughput, PR accep-
tance rate, and PR time-to-merge over the 12 weeks prior to week
t. We used the log-transform to stabilize variance, handle skewed
changes, and make relative increases interpretable, as proportional
shifts happen across projects of different scales. The log relative
increase is computed as:

yit+1

Ii; =1lo
" & Yi(e-1) +1

where y;; is the outcome variable for repository i in week t. We
add one to both the numerator and the denominator to handle zero
counts. The propensity score is calculated as follows:

12 12
1
PStiC = U(Z IPi(t—j) + E Z Pi(t—j))
Jj=1 Jj=1

where PS;,, is the probability repository i in cohort ¢ has core
contributors disengaged at time t. IP;(;_;y is the relative increase
of a given outcome variable of project activity for repository i,
and P;(;_jy is the summed number of that outcome variable for

repository i, on the jt# week before treatment, respectively. We
use the o as a ‘sigmoid’ function to map the probability to a range
between 0 and 1.

For each treated repository (that suffered from disengaged core
contributors), we matched up to five control repositories with the
closest propensity scores (1:5 matching); this is to make sure that
control repositories have, on average, the same pre-treatment trend
in outcome variables as the treatment group [8]. Figure 2 displays
average weekly trends for (a) PR throughput, (b) PR acceptance rate,
and (c) time-to-merge for treatment (blue line) and matched control
(green line) groups relative to the disengagement burst week with
95% confidence interval error bands. These graphs show the pre-
and post-treatment trend of outcome variables in both treatment
and control groups, thus supporting the parallel trends assumption
of the DID technique.

3.4 Dependent Variables

Core contributors play a central role in maintaining projects and
ensuring code contributions are processed efficiently. When core

contributors disengage (the event that serves as independent vari-
able), we expect to see disruptions in the project’s ability to review,
respond to, and integrate contributions. We focus on three metrics
that directly reflect these activities.

Pull Request (PR) Throughput. PR throughput captures the vol-
ume of PRs closed (either merged or rejected) within a given period.
A drop in throughput may signal that fewer PRs are being pro-
cessed, suggesting slower overall project activity. Previously, this
metric was used as an indicator of project responsiveness and vital-
ity [36, 84]. In our model, PR Throughput is defined as the number
of PRs successfully merged on a weekly basis [47, 61, 74, 86].

Pull Request Acceptance Rate. The PR acceptance rate reflects
the proportion of PRs that are successfully merged. A declining
acceptance rate could imply that, in the absence of active core devel-
opers, contributions are more frequently left unreviewed or rejected
due to lack of oversight, unclear direction, or insufficient integra-
tion support. It may also reflect a rise in gatekeeping or stalled
decision-making processes that core developers usually facilitate.
In our model, PR Acceptance Rate is defined as the proportion of PRs
merged out of all pull requests that were opened and then either
closed or merged on a weekly basis [20, 21, 38, 73, 76, 78, 92].

Time-to-Merge. Time-to-Merge measures how long it takes for a
PR to be merged. As core developers play a key role in reviewing
and merging contributions, their disengagement leads to less ca-
pacity within the project to process PRs, which is likely to result in
longer review cycles, increased waiting times, or backlog accumu-
lation. Prior work [79] has linked longer time to merge to reviewer
unavailability and bottlenecks in collaborative workflows. In our
model, Time To Merge is defined as the average time (in minutes)
between when a PR is opened and when it is merged during the
week [5, 36, 38, 49, 73, 74, 78, 86, 91]

Together, these metrics provide a triangulated view of project
responsiveness and collaborative efficiency. They are observable,
widely adopted in OSS analytics, and offer a reliable proxy for as-
sessing the operational impact of core developer disengagement. By
focusing on these three, we capture volume (throughput), decision
tendencies (acceptance rate), and efficiency (merge time), which
can be used as signals of shifting project health.
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3.5 Moderating Variables

3.5.1 Disengaged Core Contributor Characteristics. We consider
three characteristics of disengaged core contributors in the disen-
gagement burst.

o Tenure: Average duration (in days) from first commit to last
commit of contributors in the burst. Tenure can be inter-
preted as a proxy for contributor experience and project
knowledge, even when “lurking” (i.e. not contributing). Sim-
ply a ‘presence’ within the community and interactions (e.g.
mailing lists, IRC or Slack channels) may expose that devel-
oper to specific project knowledge that would be lost upon
their departure.

e Commit Percentage: Summed proportion of commits relative
to the total number of project commits by contributors in
the burst. Commit percentage indicates how big a role the
departed core contributor played in volume of commits that
were made. While a rough measure, as commit size tends to
vary considerably, we argue that, overall, these variations
apply generally to most contributors.

o Number of Commits: Total number of commits made by con-
tributors in the burst. Similar to commit percentage, but the
number of commits represents absolute activity, whereas
commit percentage represents activity in relation to others’.

3.5.2  Repository Characteristics. We consider the following treat-
ment repository characteristics until the time of the disengagement
burst.

e Number of Commits: Total number of commits in the project
up to the point of burst. This is an indicator of overall activity
within a project.

e Number of Contributors: Total number of contributors in the
project up to the point of burst. This is an indicator of the size
of the project’s community: the effect of core contributors
leaving a small project (i.e. with a small developer commu-
nity) might be larger than when there are many contributors
left who could potentially ‘step up’ A project’s survival rate
is positively linked to its number of contributors [67].

o Project Age: Age of the project (in days) since the first commit
up to the point of disengagement. Projects that have been
active for a longer time are more likely to continue to survive
[67].

o Newcomer Count: Number of new contributors who made
their first commit to the project within 12 weeks after the
disengagement happened.

o Main Language: Primary programming language of the repos-
itory (10 categories: C, C#, C++, Go, Java, JavaScript, PHP,
Python, Rust, and TypeScript). The popularity of languages
changes over time, with some becoming less popular (e.g.
PHP), while others are becoming very popular at the time of
this study (e.g. Go and Rust).

3.6 Control Variables

Control variables are included in the regression models (Equations
(1) and (2), shown in the next section) to account for time-varying
factors:

e Project Commits: Number of commits made to the repository.
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o Project Contributors: Number of contributors who made at
least one commit to the repository.

e Project Age: Number of days since the first commit in the
project.

We briefly note the difference between control variables and sim-
ilarly named repository characteristics. Repository characteristics
are fixed snapshot measurements taken prior to the disengagement
event of the treatment repository. For each cohort, the character-
istics, such as project commits or ages, are assigned based on the
treatment repository value at that point, and they remain constant
within each pair. In contrast, control variables can differ not only be-
tween repositories within the same cohort, but also across different
time points for the same repository.

3.7 Model Specification

We refer to all the pre- and post-treatment observations for a given
treatment and corresponding control group as a cohort. Our analysis
is based on weekly observational data.

3.7.1 Average Treatment Effect (ATE) Estimation. We set our first
regression model to examine the general average causal effect of
core contributor disengagement burst on project activities as below:

Yite = PoTreatic X Postyc + f1Treatic + PaPostsc
+ Xitcﬂ3 + Yic + Qic (1)

Yitc represents the outcome variable for repository i at week ¢t in
cohort c. Treat;. is a binary indicator for whether repository i is the
treatment repository within cohort c. Post;. is a binary indicator
for whether week t is in the post-treatment period for cohort c. Xj¢¢
is a vector of time-varying control variables (i.e., project commits,
project contributors, and project age) for repository i at week ¢ in
cohort ¢, with 3 being the corresponding vector of coefficients.
Ytc is “time-cohort” and «; is “repository-cohort” random effects
that capture nested variations specific to the repository between
cohorts. The coefficient of interest is ffy, the DID estimator to show
the average change in outcome for the treatment repositories post-
disengagement, compared to the counterfactual trend estimated
from its control repository pairs.

3.7.2  Heterogeneous Effect Estimation. To understand if certain
types of projects or contributors are more resilient or vulnerable
to disengagement, we investigate how this effect varies based on
specific characteristics of the repository or the disengaged core
contributor(s). To achieve this, we extend the basic DID model by
incorporating interaction terms between the main DID estimator
Treat;. X Post;. and the characteristics of interest Z;. measured
at the time of the disengagement burst, forming a Difference-in-
Difference-in-Differences (DDD) analysis [90]. The model is speci-
fied as follows:

Yite = By Treatic X Postsc X Zic + 1 Treatic+
PoPostic + Xite s + Yic + aic (2)

where the interaction term Treat;jc X Post;c X Zjc ensures that the
characteristics of the repository or disengaged core contributor(s)
will only affect the value of fitted outcome variables post-treatment.
The coefficient vector B, should be interpreted as the moderating
effect of those characteristics on the outcome variables.
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To analyze the categorical predictor project_main_language in
our models, we employed sum contrast coding (also known as
effects coding). The core principle of this method is to compare
the effect of each level against the grand mean of all levels for
that variable [71]. This approach is more suitable than R’s default
treatment contrast when a study lacks a natural control or base-
line group, and the goal is to investigate the performance of each
category relative to the overall trend. The coefficients for our speci-
fied reference level (JavaScript) are not explicitly shown in the
model output, as they are implicitly defined by the sum-to-zero
constraint.

3.7.3 Model Validation. When estimating regressions, we take
standard precautions such as log-transforming skewed variables to
reduce hetero-scedasticity [32] and checking for multi-collinearity
using the variance inflation factor [77]. We report marginal (R, -
variance explained by fixed effects) and conditional (R? - variance
explained by both fixed and random effects) coefficients of determi-
nation as goodness-of-fit measures for generalized mixed-effects
models [44, 57].

4 Prevalence of Core Contributor
Disengagement in the Past Decade

To answer RQ1 (What is the prevalence of core contributor disen-
gagement?), we report trends of core contributors engaged and
disengaged in the data sample from 2011-2023.

4.1 Core Contributor (Dis)Engagement

Figure 3 shows the trends (on a quarterly basis) of new engaged
(blue) and disengaged core contributors (red), as well as the distri-
butions across projects as a scatterplot. The number of new core
contributors rose from around 1,000 in Q1/2011 to over 2,500 by
Q1/2014. It then remained relatively stable between 2,500 and 3,500
from 2014 to Q3/2020 before dropping to 1,163 in Q4/2023, return-
ing to levels seen in 2011. Meanwhile, quarterly disengagements
started with just 248 (25% of the engagements), peaked at 3,389
in Q2/2021, and then fell to 1,813 in Q4/2023, about 1.6 times the
number of newcomers.

— Engagement

-~ Disengagement
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Figure 3: Trend of core contributor disengagement vs. en-
gagement, 2011 to 2023 (right axis). Scatter plots (left axis)
show the count of contributors (engaged and disengaged) per
repository.
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Comparing engagement and disengagement of core contribu-
tors overall, we find that from early 2015 to mid-2020, more core
contributors disengaged, while engagement remained stable from
Q1/2014 to Q3/2020. Although disengagement increased during
this period, the number of core contributors joining still outpaced
those leaving until Q3/2020. This means the overall pool of core
contributors grew from 2015 to Q3/2020 with a slowing pace. After
Q3/2020, both engagement and disengagement numbers declined.
However, in this period, the number of disengagement consistently
exceeded engagement, indicating that the overall number of core
contributors started to reduce after Q3/2020. The timing of this
turning point coincides with the global aftermath of the first wave
of the COVID-19 pandemic. This period introduced sustained stres-
sors: remote work fatigue, increased caregiving responsibilities,
job insecurity, and mental health challenges [58]. While some con-
tributors may have initially increased OSS activity during early
lockdowns (e.g., engagement peaks in Q2/2020), the longer-term
pressures of the pandemic may have led to burnout and withdrawal
from volunteer-driven communities by the end of 2020.

Beyond these general trends, we also examined the distribution
of engagement and disengaged core contributors on a per-project
basis, as shown by the blue and red scatter plot in Figure 3. The
vast majority of projects see one or two core contributors joining
or leaving per quarter. However, some outlier projects have more
than 10 (even over 100) core contributors gained or lost within a
single quarter, potentially significantly impacting project activities.

4.2 Trends across GitHub Repositories Based on
Project Characteristics

We segmented the sample by three project characteristics. First,
main project language: different programming languages have dif-
ferent contributor pool sizes, are associated with different levels
of software code quality [62], and project popularity [6]. Second,
project age: the code growth curve of OSS projects that typically
starts rapidly, then slows and levels off as projects mature and re-
quire less effort to add features [45, 46, 80, 82]. As a project ages,
it may enter into different patterns of engagement and disengage-
ment. Due to space constraints, we only present representative
figures for these dimensions. The full set of plots is available in the
appendix [11].

4.2.1 Trends by main project language. Examination of the plots by
main language reveals three trends of core contributor engagement
and disengagement across different programming languages in our
dataset: growth, stability, and attrition.

First, a trend of growth, i.e., a net growth of core contributor pool
for Go, Rust, and PHP projects. Rust (see Figure 4(c)) displayed a
sustained high level of engagement relative to disengagement, with
engagement peaking around Q2/2022 before declining, though it
remained higher than disengagement.

Second, a trend of stability can be identified when the numbers
of engaged and disengaged are roughly commensurate, resulting
in a relatively stable contributor pool size over time. This trend is
evident in Python, C++, and TypeScript projects. In Python projects
(see Figure 4(b)), this shift from net inflow to a balance between
engagement and disengagement is noted around Q4/2020.
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Third, a trend of attrition can be observed when the number of
disengaging core contributors surpasses new engagements from
some time points, implying a net decrease in core contributors.
This is observable in projects with C, C#, Java, and JavaScript. For
example, for C projects (see Figure 4(a)) the shift occurred after 2016
when disengagement consistently exceeded engagement thereafter.

4.2.2  Trends by project age. Project age is a critical factor in OSS
disengagement [2]. We separate project age into 4 groups: younger
than 1 year, 1-2 years, 2—-4 years, and older than 4 years.

Projects in the ‘<1 year’ and ‘1-2 years’ age groups are usually at
the initial stage of the project ‘lifecycle, and generally experience a
consistent net inflow of core contributors. Projects in the ‘<1-year’
group, as displayed in Fig. 4(d), show a net inflow with engagement
consistently higher than disengagement. Peak engagement for this
group was observed around Q2/2020. This inflow period extends to
the ‘1-2 years’ age group, as shown in Fig. 4(e), although the gap
between engagement and disengagement is narrower than the ‘<1
year’ group, and engagement started to decline after Q4/2018. This
indicates that while both younger categories attract core contrib-
utors, the number of net core contributor inflow is greater in the
earliest stages of a project.

A transition appears for ‘2-4 years’ projects (Fig. 4(f)); the dy-
namics shift towards a more precarious balance. While there are
periods of net inflow, particularly before 2017, the periods after 2018
show that disengagement approaches or even exceeds engagement.
Overall, projects in this age group begin to show signs of potential
net attrition.

Finally, projects older than 4 years (Fig. 4(g)), which we may
call long-established projects, exhibit an apparent challenge of sus-
tainability. The number of disengaged core contributors markedly
and consistently exceeds new engagements. This sustained loss,
particularly after 2017, reveals the challenge long-running projects
may face in maintaining or attracting core contributors.

Observation 1: OSS projects have been following different tra-
jectories in core contributor engagement. Ecosystems like Rust,
Go, and PHP consistently attracted more core contributors than
they lost, while others, such as JavaScript, Java, C, and C#, faced
sustained losses. Younger projects (<1 year) have been attracting
more core contributors than they lose. As projects age (1-4 years),
gains and losses become more balanced. In projects older than 4
years, disengagement more often exceeds engagement, indicating
greater retention challenges in older projects.

Given this widespread phenomenon of core contributor disengage-
ment, it is important to understand its potential effects. Therefore,
we now shift our focus to understanding the effects of such disen-
gagements on project activities of those contributors who stayed.

5 Impact of Core Contributor Disengagement
on Project Activity

To answer RQ2 (What impact does disengagement of core contributors
have on remaining contributors’ project activity?), we use difference-
in-differences (DID) models (see Sec. 3) to investigate the effects of
disengagement on project activities. We started with the general
effects due to the disengagement of core developers, as detailed
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in Table 1. Our primary focus is the two-way interaction term
(Is treated group: Is post-treatment), which represents the esti-
mated effect on the treatment group (i.e., those projects that suffered
from disengaged core contributors) during the post-treatment pe-
riod. Note that the dependent variable is log-scaled, coefficients
can be interpreted as an approximate percentage of increase. On
average projects exhibited approximately 10% drop in the number
of PR accepted (Table 1, Model 1, pr_throughput, p = —0.099, p <
.001) and a slight but significant, about 0.3% decrease in the rate
at which PRs are accepted (Table 1, Model 2, pr_accept_rate, f =
—0.003, p < .001) over the following 12 weeks. However, the story
does not end there. For those PRs that are accepted, the process
appears to speed up, with about 4% reduction in the average time
taken to merge them (Table 1, Model 3, time_to_merge, B = —0.043,
p < -001). This suggests that while losing core contributors slows
down overall PR activities’ flow and reduces PR acceptance rate,
remaining team members appear to be processing the PRs more
rapidly.

While the general effects of disengagement revealed significant
disruptions to PR activity following the disengagement of core
contributors, this general analysis does not distinguish between
different project and contributor contexts. To develop a better un-
derstanding of what factors might moderate these effects, we in-
vestigated the influence of core contributor characteristics and
repository characteristics.

5.1 Moderating Disengagement Effects

We segmented the analysis of the consequences of disengagement
according to two groups of moderating variables (described in
Sec. 3.5): core contributor characteristics (i.e., tenure, commit per-
centage, number of commits) and repository characteristics. (i.e.,
number of commits, number of contributors, age, main language)
act as interacting moderators, potentially altering the strength of
the previously observed disengagement effects.

We analyzed 3-way interaction terms with DDD models [90]
from Equation (2), which allows us to check if the impact of dis-
engagement (the difference in outcomes between the ‘treated’ and
‘control’ groups after disengagement) changes significantly when
a specific contributor or repository characteristic is concurrently
considered. For example, does the drop in PR throughput vary de-
pending on the tenure of the departed core contributor? Table 2
presents the results of this segmented analysis (see Models 4-6).

5.1.1 Moderating Effects of Disengaged Core Contributor Charac-
teristics. We examined the moderating influence of three character-
istics of disengaged core contributors: PROJECT TENURE, COMMIT
PERCENTAGE OF THE PROJECT’S TOTAL COMMITS, and NUMBER OF
coMMITS (see ‘Core Contributor Characteristics’ in Table 2).

Longer tenure lessens drop in PR throughput and acceptance rates,
but increases the time to merge. As Table 2 shows, when a core
contributor with longer tenure leaves, projects show resilience. The
usual drop in PR throughput is significantly smaller (f = .041, p
< .001, Model 4), and the PR acceptance rate loss is also slightly
mitigated (f = .001, p < 0.01, Model 5). However, the longer core
contributors have stayed, their disengagement lengthens the time
required to merge PRs (B = .025, p < .001, Model 6). This could
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Figure 4: Core contributor (dis)engagement trends across C, Python, and Rust, as well as per age category. The histograms show
the number of repositories for which the total number of (dis)engaged core contributors were calculated at each point in time.

Table 1: General effect of core contributor disengagement on project activity

Model 1 Model 2 Model 3
Outcome (log) pr_throughput  pr_accept_rate time_to_merge
Main Treatment Effects
Is post-treatment 0.721*** 0.000 —0.063***
Is treated group —-0.067*"* —0.002** 0.153***
Is treated group : Is post-treatment —0.099*** —0.003"** —0.043"**
Controls (log)
project commits 0.268*** 0.006™** 0.003
project contributors 0.326™* —0.025*** 0.470™**
project age —-0.213"* 0.005*** 0.037***
Number of observations 3,482,133 1,372,097 1,372,097
R2, (RY) 0.26 (0.66) 0.02 (0.27) 0.08 (0.37)

Note: * p < 0.05; " p < 0.01; *** p < 0.001

suggest that, while overall throughput and acceptance remain rela-
tively stable, replacing a long-tenured core contributor’s specialized
knowledge of the merge process takes time.

Higher commit percentage worsens the loss in PR throughput and
PR acceptance rate, but reduces the time to merge. Losing a core con-
tributor with a larger portion of the project’s commits significantly
reduces PR throughput (f = —0.024, p < .001, Model 4), and reduces
the PR acceptance rate, making approvals more difficult (§ = —0.003,
p < .001, Model 5). Nevertheless, a higher commit percentage from
the disengaged contributor is linked to a shorter time to merge for
PRs (B = —0.020, p < .001, Model 6).

Departure of a core contributor with a higher commit count ex-
acerbates PR throughput loss but has no detected impact on other
activities. Furthermore, a higher number of commits by the dis-
engaged core contributor significantly causes a greater reduction
in PR throughput ( = —0.020, p < .001, Model 4). However, the

number of commits does not appear to significantly moderate the
PR acceptance rate or the time to merge, as these effects are not
statistically significant.

Observation 2: Contributor characteristics significantly shape
how disengagement impacts project activity. The loss of a con-
tributor with a high share of commits leads to a sharper decline
in PR throughput and acceptance rate, alongside faster merge
times. In contrast, losing a long-tenured contributor results in
milder declines in throughput and acceptance rate but still accel-
erates merging. A higher total number of commits is associated
only with reduced throughput, indicating that volume of past
contributions alone is a weaker predictor of disruption.

5.1.2  Moderating Effects of Repository Characteristics. We exam-
ined the moderating influence of different repository characteristics
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Table 2: Repository and core contributor characteristics as moderators of the effect of core contributor disengagement

Outcome (log)

Model 4 Model 5 Model 6

pr_throughput  pr_accept_rate time_to_merge

Core Contributor Characteristics (Sec. 5.1.1)!

Tenure (log) 0.041™** 0.001** 0.025™**
Commit Percentage (log) —0.024*** —0.003*** —-0.020***
#Commits (log) —0.020*** 0.000 —0.001
Repository Characteristics (Sec. 5.1.2)!

#Commits before treatment (log) 0.020™* 0.000 0.063"**
#Contributors before treatment (log) —0.003 —0.001 —0.050***
Project Age before treatment (log) —-0.015*** 0.000 —0.037***
#Newcomers after treatment (log) 0.0117* —0.001* 0.013***
MainLanguage-JavaScript (Reference)

MainLanguage-C++ —0.058*** —0.004*** —0.095"**
MainLanguage-C 0.019™** 0.001 0.015
MainLanguage-C# 0.051*** 0.006™** 0.039
MainLanguage-Go —-0.010*" 0.002* 0.046™*
MainLanguage-Java —0.006" —0.002** 0.037***
MainLanguage-PHP —0.019*** —0.002 —0.006
MainLanguage-Python 0.017*** 0.001 —0.036"*"
MainLanguage-Rust —0.062*** 0.000 —0.024
MainLanguage-TypeScript 0.078™** 0.001 0.045
Controls (log)

Project commits 0.265*** 0.005*** —-0.011**
Project contributors 0.322"** —0.024*** 0.478**
Project age —-0.207*** 0.005™** 0.042***
Number of observations 3,482,133 1,372,097 1,372,097
R2, (RY) 0.26 (0.66) 0.02 (0.27) 0.08 (0.37)

1 All are 3-way interaction terms with Is treated group? : Is post-treatment?, omitted for clarity.

Note: * p < 0.05; ** p < 0.01; ™" p < 0.001

(i.e., number of commits, contributors, age, newcomers after dis-
engagement, and main programming language) on PR throughput,
acceptance rate, and time to merge (see Table 2).

Projects Commit Count. Projects with more commits experienced
a small but significant increase in PR throughput after core con-
tributor disengagement ( =.020, p < .001, Model 4) but a slightly
longer time to merge pull requests (f = .063, p < .001, Model 6). The
total number of project commits did not have a significant effect
on the PR acceptance rate.

Projects Contributor Count. Projects with more contributors be-
fore core contributor disengagement had a small but significantly
decline in PR throughput (f = —0.003, p < .001, Model 4) and a
faster time to merge pull requests (f = —0.050, p < .001, Model
6). The number of contributors did not significantly affect the PR
acceptance rate.

Projects Age. Older projects experienced a significantly smaller
reduction in PR throughput after core contributor disengagement
(B=-0.015, p < .001, Model 4), but faster time to merge pull requests
(B = —0.037, p < .001, Model 6). Project age does not significantly
affect PR acceptance rate.

Newcomers after Disengagement. Receiving a higher influx of
new contributors after disengagement is associated with a smaller
increase in PR throughput (8 = .011, p < .001, Model 4), a slight
reduction in PR acceptance (B = .001, p < .05, Model 5), and also
slight longer time to merge pull requests (f =.061, p < .001, Model 6).

Programming Languages Moderated Disengagement Effects in Dis-
tinct Ways. For PR THROUGHPUT (Model 4), projects using C++ (f =
—0.058, p < .001), PHP (B = —0.019, p < .001), and Rust (B = —0.062,
p < .001) exhibited significantly greater reductions. Go (f = —0.010,
p < .01) and Java (B = —0.006, p < .05) also showed small but signifi-
cant negative moderation. In contrast, TypeScript (f = 0.078, p <
.001), C# (B = 0.051, p < .001), C (B = 0.019, p < .001), and Python
(B =0.017, p < .001) were associated with higher throughput after
disengagement.

For PR ACCEPTANCE RATE (Model 5), C++ ( = —0.004, p < .001)
and Java (f = —0.002, p < .01) showed significant reduction. Con-
versely, C# (B = 0.006, p < .001) and Go (B = 0.002, p < .05) were
associated with increased acceptance rates.

For TIME TO MERGE (Model 6), shorter merge times were observed
in C++ (f = —0.095, p < .001) and Python (f = —0.036, p < .001). In
contrast, Go ( = 0.046, p < .001) and Java (f = 0.037, p < .001) were
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associated with longer merge times, suggesting slower integration
workflows after disengagement.

Observation 3: Repository characteristics shaped how projects
absorbed the impact of core contributor disengagement. Projects
with more commits or older age saw smaller declines in PR
throughput but experienced longer merge times. In contrast,
projects with more contributors experienced sharper PR through-
put drops but merged more quickly. An influx of newcomers helps
maintain throughput, yet also delays merges.

6 Threats to Validity

Internal Validity. The difference-in-differences technique is a
quasi-experimental design. This approach assumes treated and con-
trol projects would have followed parallel trends in the absence of
core contributor disengagement. While we tested and validated the
parallel trends assumption in our pre-treatment data, unobserved
confounding factors (e.g., concurrent organizational changes, de-
pendency updates, or policy shifts) may still influence project ac-
tivity in ways not attributable solely to contributor disengagement.
To mitigate this, we used a large-scale sample with matched con-
trols and ran robustness checks across alternative disengagement
thresholds and effect length.

External Validity. This study offers robust insights into the im-
pact of core contributors within PR-based workflows, which are
widely adopted across OSS projects [36, 37, 78, 83, 95]. We focus
on three key metrics (PR throughput, acceptance rate, and time to
merge) enabled by the structured, fine-grained data available in
PR-based systems. This focus ensures methodological consistency
and supports scalable analysis across a large number of projects.
While the findings apply to projects using PR workflows, future
work can extend this analysis to include commit-based activities,
broadening the scope to other collaboration models.

Construct Validity. We defined disengagement as the absence of
activity (e.g., commits, PRs, issue comments) from previously ac-
tive core contributors over a defined window. While this threshold-
based approach aligns with prior OSS research [3, 7, 14], it may miss
nuanced forms of disengagement such as diminished influence or
temporary breaks. Our activity-based outcome metrics (PR through-
put, acceptance rate, and time to merge) capture responsiveness but
do not reflect review quality or team dynamics. Core contributor
status is inferred from commit share across the project lifecycle,
which may misclassify contributors whose roles evolve. We also
do not account for contributors’ compensation status, which could
moderate disengagement behavior. Finally, our burst model, defined
as multiple disengagements within the same week and buffered by
12 weeks, limits detection of staggered or smaller-scale events. We
also do not distinguish burst size or role composition, which fu-
ture work should explore to capture heterogeneous disengagement
dynamics.

Additionally, we did not differentiate between paid and volunteer
contributors. Compensation status could influence contributors’
motivations, time commitment, and susceptibility to disengage-
ment, which may moderate the observed effects and can be targeted
by future research.
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Lastly, our analysis defines a disengagement “burst” as multiple
core contributors becoming inactive within the same week, with a
12-week buffer before and after to isolate the effects. While this de-
sign helps prevent confounding from overlapping disengagements,
it limits our ability to examine smaller or staggered disengagement
events. For instance, if two disengagements occur within a short
interval but outside a one-week window, they are treated as sep-
arate, and both may be excluded due to proximity. Furthermore,
we do not currently distinguish the size or composition of bursts,
such as whether the departure of three contributors has dispro-
portionately greater impact than that of two. Future work should
explore heterogeneous burst structures, including single-person
disengagements and variations in contributor roles or tenure, to
better understand how the scale and context of disengagement
events affect downstream project outcomes.

Conclusion Validity. Our statistical models yield consistent and
significant results across multiple outcomes and robustness specifi-
cations. However, the practical effect sizes, particularly for accep-
tance rate, are small and should be interpreted accordingly. We use
conservative significance thresholds and include interaction effects
to explore moderators, but correlation does not imply causation, es-
pecially in observational data. While the Difference-in-Differences
approach strengthens our causal inference, we cannot rule out the
influence of unmeasured variables. Future work incorporating qual-
itative insights or mixed-methods validation could help triangulate
and extend our conclusions.

7 Discussion and Conclusion

We now discuss the key findings and directions for further research.

7.1 Disrupted Throughput, Accelerated Merges:
Signs of Compensatory Pressure?

The results for RQ2 show a reduction in PR activity when core
contributors have disengaged: PR throughput drops by 10%, and
PR acceptance rate reduces by .3% (Table 1, Models 1-2). Yet, for
accepted PRs, merges happen 4% faster on average (Table 1, Model
3). This combination suggests a possible compensatory shift in team
behavior. While fewer in number, those PRs that are accepted may
be processed more quickly, potentially reflecting an effort to main-
tain momentum despite reduced capacity. Whether this acceleration
reflects improved efficiency or pressure-driven shortcuts (e.g. faster
but less thorough reviews) remains unclear, and a direction for
future work.

Our findings show that a higher total number of commits by the
disengaged contributor was associated with a steeper decline in
throughput, yet this disengagement had no detectable impact on
pull request acceptance or merge time. This aligns with existing
research indicating that the loss of developers responsible for a
large share of commits, reflecting a low bus factor, can sharply
reduce project activity levels [15]. Contributors with substantial
commit histories play a critical role in sustaining throughput, and
their disengagement leads to significant drops in productivity even
when the acceptance rates of incoming contributions remain stable.
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7.2 Contributor Characteristics as Moderators

Contributor characteristics moderate disengagement effects in dis-
tinct and sometimes unexpected ways. We found that the longer
the tenure of core contributors who leave a project, the smaller the
reduction in PR throughput and acceptance rate; further, we found
that the time-to-merge was reduced. This finding indicates some
resilience in processing volume and decision-making. This pattern
may reflect a temporary increase in urgency, or a ‘recalibration’ of
the workflow (redistribution of responsibilities) among remaining
developers that removes bottlenecks, or the presence of stronger
underlying team structures in projects resilient to the loss of long-
tenured contributors. In contrast, losing contributors with a higher
commit percentage intensified negative effects on throughput and
acceptance, though merges became faster—possibly due to a similar
redistribution mechanism.

7.3 Trading efficiency and capacity

Older projects exhibit a trade-off between efficiency and capacity
following core contributor disengagement. Our results show that
older projects experience some reduction in PR throughput after
core contributors’ disengagement (Table 2, p = —0.015, p < .001,
Model 4), but the PRs tend to be merged more quickly (Table 2, § =
—0.037, p < .001, Model 6). Mature projects may enter a triage mode:
with reduced capacity, remaining core contributors may need to
focus on a smaller subset of PRs, often those that are more critical,
and handle them more efficiently. Such behavior may be enabled by
streamlined workflows, established norms, or technical maturity.
However, as shown in RQ1 (Sec. 4.2.2), older projects have faced a
persistent net loss of core contributors over time [29], indicating
that, despite their short-term procedural resilience, older projects
face mounting sustainability challenges [2]. Their ability to merge
PRs quickly may mask a gradual erosion in review capacity and
throughput, potentially leading to accumulated backlog or contrib-
utor frustration [24]. The combination of recurrent loss of core
talent (RQ1) and reduced PR throughput (RQ2) points to a struc-
tural tension between operational efficiency and long-term viability.
Future research could explore how these projects adapt over time,
whether through tooling, modularization, or shifting governance,
to maintain resilience in the face of ongoing contributor turnover.

7.4 New Contributors Help Sustain Project
Activity

An influx of new contributors can help sustain project activity, as
shown by the smaller decline in PR throughput. However, this also
coincides with longer merge times, which may reflect onboarding
delays, less familiar code contributions, or increased coordination
needs. The presence of newcomers does not significantly impact
PR acceptance rates. Future work could examine targeted onboard-
ing strategies to reduce merge delays associated with newcomer
contributions [26, 75], including mentorship programs, structured
review pairings, or automated onboarding tools that guide new con-
tributors through project conventions and workflows. Additionally,
a more granular analysis of the types of newcomer contributions
(e.g. bug fixes, feature additions, or documentation updates) could
help identify specific activities aligned to newcomer skills [68, 69]
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that minimize coordination overhead while effectively sustaining
project throughput.

7.5 New Languages, New Lifelines

RQ1 revealed that projects in newer languages like Rust continue to
attract more core contributors than they lose, while older-language
projects such as Java and C show sustained net attrition (Figure 4(c)).
This broader trend provides important context for RQ2, where we
found that different programming languages moderated the effects
of core contributor disengagement on project activity (Table 2,
Models 4-6). While Rust continues to grow in core contributor en-
gagement (RQ1), its projects experienced significant PR throughput
reductions post-disengagement (Table 2 § = —0.062, p < .001), indi-
cating that language popularity alone does not guarantee resilience.
This contrast may reflect a tension between technical promise and
social integration within Rust ecosystems. As seen in recent Linux
kernel debates [31], the adoption of Rust has sparked “almost reli-
gious” divisions between C and Rust communities, with contribu-
tors reporting burnout from non-technical conflicts around infras-
tructure and cultural expectations. These sociotechnical frictions
may limit Rust projects’ ability to quickly redistribute responsi-
bilities after core turnover, despite the language’s reputation for
safety and modern tooling. Thus, Rust’s ecosystem illustrates that
technical advantages alone may not guarantee procedural resilience
without aligned community norms and tooling maturity.

The results presented in this paper are not always intuitive or
expected (such as simultaneously having a reduction in PR through-
put and decrease in time to merge). This seems to imply that more
research is necessary to fully understand the dynamics and con-
sequences of core contributor’s disengagements in open source
projects.
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